Whatever you do, make sure a derivative product is not too much like the original.
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A significant amount of litigation involving computer software focuses on reverse engineering. Unfortunately, despite this litigation, reverse engineering is probably one of the least understood concepts by the courts, legal counsel, and executives in the computer industry [3].

The U.S. Supreme Court has defined reverse engineering as “a fair and honest means of starting with the known product and working backwards to divine the process which aided in its development or manufacture.” Additionally, a U.S. District Court in 1989 defined it as “the process of starting with a finished product and working backwards to analyze how the product operates or how it was made.” Essentially, reverse engineering is the method by which programmers study an existing program in machine readable code by breaking it down into human readable form to create a similar product or one that can be used in conjunction with the existing software. This process of converting a program from object code back into source code is known as “decompilation,” or disassembly.

Some software developers claim reverse engineering is unlawful, because it is far too easy to take an existing program, use reverse engineering to dis-
cover how it operates, make slight modifications to the original version, and market the amended version as a new product. Indeed, if after reverse engineering a program, a second program is developed that is substantially similar to the original with more in common than just its functional operations, it is most likely a case of software copyright infringement.

More recent cases, such as Sega Enterprises Ltd. v. Accolade, Inc. [10] and Atari Games Corp. v. Nintendo of America, Inc. [1], should allay this fear, as certain requirements must now be met before an altered program can be marketed as a “new” product. Not all reverse engineering efforts are illegal; most are not. Programmers use reverse engineering for numerous reasons; producing a competitive program is only one of them. For example, reverse engineer-
software is similar in expression to the original. In Lotus Development Corp. v. Paperback Software International [5], the court held that Paperback infringed on Lotus's copyrighted software by devising its spreadsheet to have a look and feel similar to Lotus's popular 1-2-3 spreadsheet. Rather than copy only the functional elements of 1-2-3, Paperback had essentially copied much of Lotus's aesthetic qualities as well. While it is difficult to say when a court would consider two programs to be too much alike, the court in the Sega case attempted to give a few examples of where reverse engineering may have resulted in more than necessary portions of software being copied. Unfortunately, however, these examples are somewhat vague and not readily applied to everyday situations with confidence [7, 11]. Thus, to be on the safe side, be sure to avoid copying any program components that relate to a program's expression, or its aesthetic qualities.

Fourth, software developers should be sure to divide their reverse engineering efforts between two groups of engineers/programmers—one group to reverse engineer the program, the other to develop the new software. This method of ensuring “clean hands” is recommended so if a software developer is later charged with software copyright infringement, the company can produce records showing the newly developed program did not involve directly copying the original code. Specifically, this process begins with the first group of programmers reverse engineering the original software into the source code, so it can be read by human programmers. Next, the first group explains in a written journal or log the functions of the original program, as well as the ideas the program uses, without describing the expressive content of how the program will look to users. This journal is then given to the second group of programmers who attempt to design a program emulating the same functions and ideas. The second group cannot communicate directly with the original group, thus helping insulate the development process from any direct copying of the code in the original program. This process should ensure that the end product of the newly developed program looks somewhat different from the original program that was reverse engineered. The new program can then be marketed directly against the original program with little fear of violating the original's copyright protection [3, 9].

Fifth, despite following all these precautions, software developers should conduct research on the product to be reverse engineered to ensure that patent law does not provide protection for the particular process or function that is to be reverse engineered and used in a new program. Keep in mind that even though copyright law cannot protect functions and ideas, patent law does. Due to the rigorous requirements that must be met in order to get a patent on a certain function or process, few programs are patented. Nevertheless, a software developer can protect itself from patent infringement lawsuits by inquiring into this area before reverse engineering and marketing a new program.

Prudent software developers should consult with intellectual property attorneys to be sure they are in compliance with the latest case law. In this rapidly progressing area of law, new cases are being ruled on every day. As a result, the law could shift suddenly.
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